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USING NEO4J GRAPH DATABASE IN SOCIAL NETWORK ANALYSIS

Summary. This article describes how Neo4j database capabilities can be utilized to implement measures often used in social network analysis. It gives a brief overview of the concept of Neo4j graph database. The UML class diagram of domain model is presented and discussed in details. On the basis of implementation of degree centrality and local clustering coefficient measures, several Neo4j core features are presented. In the summary, some general comments on using this database as a tool in a social network analysis are provided.
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1. Introduction

Nowadays, social networking technologies allow people to communicate and share information with each other. Many individuals manage relationships with several close friends and hundreds of other persons, respectively. These relationships make them a part of bigger
structures called communities, which in turn can also be connected to each other making social networks.

1.1. Social network analysis

Social network analysis (SNA) is focused on these relationships. It tries to find the way in which individual’s interactions with others influence their behavior or decisions [1]. Instead of investigating one’s static properties, SNA rather takes into consideration how actors cooperate and exchange information.

In real world, social networks are mainly very complex. They consist of thousands of individuals and millions of interactions (relations) between them. Performing any analyze of such a big amount of data requires building a model, which on one hand simplifies many things and on the other it is still representative.

1.2. Modeling social networks

In the most common approach, a social network is modeled as a graph $G=(V,E)$ [2,3], where $V$ is a set of nodes and $E$ is a set of edges. Edge $e_{ij}$ connects node $v_i$ with $v_j$, so $E$ can be defined as $E = \{e_{ij} : v_i, v_j \in V, i \neq j\}$.

When modeling a social network, each node represents an individual (actor, person). Relationships between each two individuals, which can be derived from common activities or interactions, became the edges connecting (linking) two nodes. To model the relation strength (i.e. the more messages exchanged between two persons the bigger relation strength), each edge can have a weight assigned. Set $W$ denotes then edges weights: $\forall w_{ij} \in W \ w_{ij} \geq 0$ and the whole graph is defined as $G=(V,E,W)$.

As mentioned in the previous section, the final graph can be huge – thousands of nodes and billions of edges. Performing any analyze requires it to be persisted in some data store, which then should provide quick and efficient access to nodes and edges. This can be done using either SQL or NoSQL databases. While all well known RDBMS are optimized to store structured and organized data, persisting a graph in such database is neither straightforward nor optimal solution. Considering NoSQL databases, Key-Value, Column-Family or Document databases can be used [4]. But the most intuitive solution – assuring natural modeling – is a graph database. Among others [5], Neo4j graph database [6] is emerging, a robust and high-performance graph database. In remaining part of this paper, utilizing capabilities of this solution in SNA will be discussed. Section 2 gives a brief overview of Neo4j. In section 3 implementation of several graph measures used in SNA is presented. Section 4 gives a short summary and general conclusions about performing analysis in the Neo4j environment.
2. Neo4j database overview

Neo4j is implemented in Java programming language and can be used as an embedded or server database. In the first case, the data can be accessed through Neo4j Java API, in the second one, over the REST protocol [7]. Neo4j implements the graph data model in which core parts are nodes and relations between them. For better understanding how it is architected and organized, an UML class diagram with domain model is presented on Fig. 1.

2.1. Domain model

In every graph database, nodes and relationships play the most important role. As shown in Fig. 1, in Neo4j each Node can have multiple Properties, which are simply key-value pairs. Possible types of value are Java primitives (or arrays of): boolean, byte, short, int, long, float, double, char, String. Each Node can have different set of properties. Nodes are connected to each other by relationships. Each Relationship has a Start Node and an End Node. It can have an explicit Type and Direction, and also a set of Properties. Both nodes and relationships can be indexed, which allows to access them quickly when querying data. Indexes are implemented using Lucene Search Engine [8,9].

Nodes connected by relationships form a Path. Each Path has beginning (Start Node), end (End Node) and length (number of relationships between nodes). A single Node creates shortest possible path with length equal to 0. Path is a result of visiting nodes and following their relationships according to some rules, which is called graph traversal.
2.2. Key features

Neo4j is a mature database with many advanced features. It supports true ACID transactions, which guarantee data consistency and reliability. It is architected in a way which allows to scale to billions of nodes and relationships. Databases can be installed on a single machine or be distributed over several machines to provide high availability. To decrease time spent on searching for particular nodes or relationships indexes can be used (also with full text search support [8]).

Neo4j does not provide explicit data encryption capabilities, but allows to use standard security solutions built into Java programming language and Java Virtual Machine. It is also possible to run it on an encrypted file system.

2.3. Cypher Query Language

In the Neo4j environment, data stored in a graph (nodes and relationships) can be quickly and efficiently accessed through traversals. It can be done either by direct Traversal API or by implemented in Neo4j Cypher Query Language [7]. This language is inspired by several well known and established practices for expressive querying. Many of used keywords like e.g. WHERE, COUNT, SELECT, have their counterparts in SQL. Construction of patterns used in filtering expressions is similar to those in SPARQL language [10]. With Cypher, it is possible to introduce in queries regular expressions, which are implemented using the Scala programming language [11].

In Cypher, each query can be composed of several distinct parts:

- **START** – defines start points (nodes or relationships) in the graph, pointed either by identifier or by index lookup,
- **MATCH** – defines pattern to match (graph traversal),
- **WHERE** – defines filtering criteria,
- **RETURN** – defines what should be returned as a query result.

In WHERE part it is possible to compose complex filtering expressions with boolean operators like and, or, not.

There are also several modifiers that can be applied to RETURN part to additionally shape the final result like e.g. ORDER BY to order objects in the result or LIMIT to return only subset of it.

Several example queries written in Cypher are shown in following section.
3. Performing social network analysis in the Neo4j environment

Social network analysis (SNA) is a set of methods utilized to extract knowledge from social structures. Majority of them are very complex, but frequently they use some basic measures like degree centrality, local and global clustering coefficient or other indicators based on shortest paths. While algorithm calculating shortest path between two nodes is already available in Neo4j, other two measures have to be implemented by the end user. Following sections consider possibility of implementing them using Cypher query language and Java code.

3.1. Datasets

Neo4j is a data store in which the social network modeled as a graph can be persisted. In this paper the scientific collaboration networks modeled as a graph are stored in Neo4j database. One of this network (graph) was created on the basis of information about publications in Institute of Informatics at Silesian University of Technology. Nodes represent authors and relationships connect those, who authored a paper together. Additionally, each relationship holds (as a property) the number of common publications. Thus the whole network is the one-mode network (with only one type of nodes) with weights on ties [12]. The second network is co-authorship network used by Newman in [17].

3.2. Degree centrality

Degree centrality is a basic, easy to calculate indicator very often used at the early stage of network studying [12]. It describes the involvement of the node in the network and can be defined as the total number of nodes connected to examined node [12,13]. In weighted networks this measure can be modified to take into consideration not only node degree but also its strength (meant as a sum of weights at relationships to other nodes). Recently, Opsahl [12] proposed degree centrality measure defined as:

\[ C^\alpha_D(i) = k^1(i)^{-\alpha} \times s^\alpha_i \]  \hspace{1cm} (1)

where \( k_i \) is the number of nodes connected to the \( i \)-th node, \( s_i \) is the sum of weights from relationships to other nodes and \( \alpha \) is a positive tuning parameter. If \( \alpha \) is between 0 and 1, high node degree is preferred, whereas if it is grater then 1 low degree is favored.

Using Neo4j as an embedded database in the Java environment this measure can be calculated using Cypher and little Java code. The query counting node degree and sum of weights on its ties can be write as follows:

```
start n1=node:AUTHORS_INDEX(id = '408')
match (n1)-[r:CO_AUTHOR]-n2
```

The query first locates node \( n1 \) with id property equal to 408 using index with name 
\( AUTHORS_INDEX \). Then in \texttt{match} part, graph traversal is done – starting from node \( n1 \), all 
nodes that are connected by relationship of type \( CO_AUTHOR \) are located and saved in \( n2 \) 
ode list. As a result, query returns \( n1 \) degree (number of distinct nodes in \( n2 \)) and sum of 
weights on ties. Using this information final degree centrality can be calculated:

\[
\text{degreeCentrality} = \frac{\text{nodeDegree}^{1 - \text{ALPHA}} \cdot \text{nodeStrength}^{\text{ALPHA}}}{\mathbf{1}}
\]

As shown above, using Neo4j Java API it is possible to compile text with Cypher query into 
a Query object, and using ExecutionEngine instance execute it and obtain results. Once 
parsed, Query instance can be used several times (with different parameters).

### 3.3. Local clustering coefficient

Among others, the degree to which nodes in a network tends to cluster together is very in-
formative indicator, especially when analyzing real-world social networks. Many researchers 
find out, that in case of this kind of networks, nodes tend to cluster into a smaller groups, 
which are heavy interconnected inside [1416]. To observe this tendency, a global and local 
clustering coefficient measures were introduced [15,16]. First describes the overall level of 
clustering in particular network, second gives information about density of connections in 
node’s neighborhood.

Local clustering coefficient for the \( i-th \) node \( v \) can be defined as:

\[
C_{local}(i) = \frac{\lambda_G(v)}{\tau_G(v)}
\]  

(2)

where \( \lambda_G(v) \) is number of triangles on \( v \in V(G) \) on graph \( G \), and \( \tau_G(v) \) is number of paths 
of length 2 centered on \( v \) node. In undirected graph \( \tau_G(v) \) can be defined as:

\[
\tau_G(v) = \frac{1}{2} k_i(k_i - 1)
\]  

(3)

where \( k_i \) is the number of nodes in \( v \)'s neighborhood.

In Neo4j environment local clustering coefficient for a node can be obtained using Cy-
pher queries and simple Java code. According to eq. (3) denominator from eq. (2) can be eas-
ily calculated knowing node’s degree. Nominator is number of triangles that given node is part of and can be obtained by following query:

```java
start n1=node:AUTHORS_INDEX(id = '408')
match p = (n1)-[:CO_AUTHOR]-()-[:CO_AUTHOR]-()-[:CO_AUTHOR]-n1
return COUNT(p) as NUM_OF_TRIANGLES_X_2
```

This query finds all paths that start from node $n1$ and ends on $n1$ and have length 3. This corresponds to the number of triangles in $n1$ neighborhood multiplied by 2, because path $n1$-$n2$-$n3$-$n1$ and $n1$-$n3$-$n2$-$n1$ is counted twice. Sample Java code calculating local clustering coefficient is shown below.

```java
CypherParser parser = new CypherParser();
ExecutionEngine engine = new ExecutionEngine(DB_HANDLE);

Query query = parser.parse(LCC_QUERY_TEXT);
Map<String, Object> resultMap = engine.execute(query).iterator().next();
Integer triangles = (Integer) resultMap.get("NUM_OF_TRIANGLES_X_2");
if (triangles == null)
    return 0;
return triangles / (double) (degree * (degree - 1));
```

### 3.4. Performance

Authors claim that Neo4j is a high performance and robust database, however some advanced performance tests have to be done to prove it. Nevertheless, calculating degree centrality and local clustering coefficient measures for test datasets did not take a lot of time. Table 1 contains summary calculation time of those measures for every node in a network.

<table>
<thead>
<tr>
<th>Dataset</th>
<th>Nodes</th>
<th>Relations</th>
<th>Degree centrality</th>
<th>Local clustering coefficient</th>
</tr>
</thead>
<tbody>
<tr>
<td>Publications in Iol at Silesian University of Technology</td>
<td>346</td>
<td>924</td>
<td>1.51s</td>
<td>9.373s</td>
</tr>
<tr>
<td>Newman’s scientific collaboration network</td>
<td>16264</td>
<td>47594</td>
<td>10.4s</td>
<td>8min 55s</td>
</tr>
</tbody>
</table>

Each value in column 4 and 5 is an average calculation time from five runs of an experiment on a computer with 2 x 2,53GHz CPU and 4GB RAM.

### 4. Summary

Emerging growth of social media caused that relations between individuals became an interesting subject of scientific analysis. To perform it, interactions between people are commonly modeled as a network, and some measures like degree centrality or clustering coeffi-
cient are applied to it. Because this kind of networks is mainly very large, it is crucial to use tools that allow to calculate this measures fast. This paper shows that Neo4j database capabilities can be successfully utilized when performing analysis. The use of this database allows to naturally model a real-world network as a graph and persist it. Indexing capabilities assures that locating particular nodes is fast and easy. Implemented in Neo4j Cypher Query Language makes graph traversal and querying data straightforward. Nevertheless, to implement basic measures shown in this paper or those more advanced, it is necessary to write an additional code. However, features mentioned above combined with Neo4j Java API gives a solid foundation to build social network analysis tools on the top of it.
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Omówienie


W podsumowaniu zawarto ogólne wnioski dotyczące wykorzystania grafowej bazy danych Neo4j jako kluczowego składnika, który może zostać wykorzystany do budowy kompleksowych narzędzi do analizy sieci społecznych.
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